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Considerations for risk of overfit

Relevance of the data: If you select a small number of features that you know are both

essential and sufficient for describing your problem, the risk of overfitting may be small. If

you measured high-resolution data containing information on thousands of variables, but do

not know which variables are relevant for the classification task at hand then that is a recipe

for problems.

Sample to variable ratio: If you have measured one feature and measured that on several

thousand samples, it will be difficult to overfit. In the opposite case, having many variables
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and few samples, you may easily overfit your data. In single-molecule transport experiments,

we are often fortunate to be in the first case, yet that need not always be the case.

Complexity of the model: It is reasonable that the more flexible the model, the greater

the potential for overfitting. Straight-line fitting has less risk of overfitting than a fifty layer

neural network as illustrated with polynomials in Figure 5 in the main manuscript.

Complexity of the model construction: It is common to perform data analysis by making

hundreds of choices on parameters such as deciding which variables to include, testing dif-

ferent types of preprocessing, comparing different models etc. This, in itself, is by no means

wrong, but there are statistical repercussions. The risk of an overfit model increases with

the number of parameters that are tweaked. It is analogous to the "look-elsewhere" effect

or multiple comparisons problem where an observation is apparently statistically significant

due to chance simply because of searching a large parameter space.S1

Other feature sets for clustering

Examples of clustering using the features described by Liu et al. S2 As is clear, the results are

dependent on both the chosen feature set and the distance metric. Some aspects that were

noted in the main manuscript are also apparent here. For Euclidean distance (left column of

Figure S1), we see that there is a major and minor class. For cosine distance (right column of

Figure S1), we still see many different clusters. The clusters found using cityblock distance

(middle column of Figure S1) have one cluster with a large molecular peak while the other

cluster has a bimodal distribution.
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Figure S1: Clustering results on a one-molecule data set using complete-linkage and three
different distance metrics: Euclidean, cityblock and cosine. Input features are 1D- and
2D-histograms concatenated to a single feature set. The top row shows the hierarchical
clustering as a dendrogram and the bottom row shows the 1D-histograms for each cluster
(colored lines) and the original dataset (black, dashed line). To condense the dendrogram,
we omit some of the bottom nodes. This is merely done for the visualization and has no
impact on the clustering result.

In Figure S2, we use 2D-histograms with 25×32 bins as input for the clustering algorithm.

For there to be meaningful clusters, we have lowered the threshold for what constitutes a

cluster compared with the threshold used in the main manuscript. That is, we use

0.87 ·maxZ. (1)

Here, Z is the linkage matrix which contains cluster tree information. Exact implementation

details can be found at the documentation for scipy.cluster.hierarchy.linkage.S3

In the main manuscript, we used

0.99 ·maxZ. (2)

In Figure S2, we show the clustering result when using the threshold of the main manuscript.
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The cosine distance metric still finds a multitude of clusters whereas there are only two

clusters for Euclidean and cityblock distance. The majority of the traces end up in one

cluster so we lower the threshold (according to Equation 1) to generate a richer cluster

structure.

Figure S2: Clustering results on a one-molecule data set using complete-linkage and three dif-
ferent distance metrics: Euclidean, cityblock and cosine. Input features are 2D-histograms.
Threshold is set according to Equation 2. The top row shows the hierarchical clustering as
a dendrogram and the bottom row shows the 1D-histograms for each cluster (colored lines)
and the original dataset (black, dashed line). To condense the dendrogram, we omit some
of the bottom nodes. This is merely done for the visualization and has no impact on the
clustering result.

When we lower the threshold (see Figure S3), we see that using the Euclidean distance

matrix starts to split the main molecular peak into smaller peaks. According to the dendro-

gram, using the cityblock distance also generates more clusters though these are not apparent

in the 1D-histogram.
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Figure S3: Clustering results on a one-molecule data set using complete-linkage and three dif-
ferent distance metrics: Euclidean, cityblock and cosine. Input features are 2D-histograms.
Threshold is set according to Equation 1. The top row shows the hierarchical clustering as
a dendrogram and the bottom row shows the 1D-histograms for each cluster (colored lines)
and the original dataset (black, dashed line). To condense the dendrogram, we omit some
of the bottom nodes. This is merely done for the visualization and has no impact on the
clustering result.

Traces from 4K-BPY data set

In Figure S4, we show a handful of traces from the 4K-BPY dataset.S4 The top row shows

traces that have been labelled molecular and the bottom row shows traces labelled as tun-

neling.
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Figure S4: Examples of molecular and tunneling traces from the 4K-BPY dataset.S4 The
top row shows traces labelled as molecular and the bottom row shows examples labelled as
tunneling.

Optimal model for 4K-BPY

In Figure S5, we illustrate how our choice of metrics might impact later analysis if we have

an excellent model. Contrary to the main manuscript, we use a logistic regression model.

As input for the model, we use 2D-histograms with 16 × 16 bins. For each trace, we have

discarded any data point below −6.5G0 and above −1.5G0. After thresholding, we use the

first 1250 data points.

From Figure S5(A), we can see that all models have an accuracy of 95% or above. Fur-

thermore, the false positive rate is 7.6%, 1.5%, and 0.36% for the aggressive (grey), balanced

(pink), and conservative (green) decision threshold, respectively. The true positive rate is

97%, 95%, and 91% for the aggressive, balanced, and conservative decision threshold, re-

spectively

In Figure S5(B), we see that the choice between the three different decision thresholds
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does not amount to a substantial difference. Only the 1D-histograms differ slightly from

each other.

Ultimately, when all models perform well and similar to each other, it matters little for

any later analysis. As can be seen from Figure S5(C), the length distribution from all three

models are the same and they are all the same as the true distribution (black).

Figure S5: How choice of metrics impact later analysis. (A) False positive rate (FPR) vs. true
positive rate (TPR) (green line) and FPR vs. accuracy (orange line). The three crosses and
their corresponding dashed lines (grey, pink and light green) represent three different decision
threshold levels: conservative, balanced and aggressive. The percentages in the legend lists
the accuracy at each threshold. (B) Histograms of traces labelled "molecular". From left
to right: Four 2D conductance vs. electrode separation histograms for the conservative,
balanced, aggressive decision threshold and the true distribution, respectively. The red,
dashed ellipsis highlights that a significant amount of tunneling traces has been misclassified
as molecular. Final plot shows 1D conductance histograms at each decision threshold and
for the true distribution. (C) Distribution of lengths of the molecular traces at each decision
threshold at their respective colors and for the true distribution in black. The solid lines are
fitted Gaussians with mean, sigma and error of each parameter given in the legend text.
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Illustration of clustering data set

In Figure S6, we illustrate the clustering dataset used in the subsection titled "Predicting is

not explaining" in the main manuscript. In the left column, we show individual traces and

in the right column we show a 1D-histogram of the full dataset.

Figure S6: Examples of traces from the data set of the clustering dataset.S5 The left column
shows 8 traces from the full dataset. The right column shows a 1D-histogram of the full
dataset.

Concrete feature filtering example

In Figure S7, we show a hypothetical example of the incorrect (left side) and correct way

(right side) to perform feature filtering in Python. At the top of the figure, we import some

of the functions that we will use in both examples. On the left side, the data is first filtered

using SelectKBest from scikit-learn.S6 The routine SelectKBest will select the k highest

scoring features according to a given scoring function which, in this case, computes the

analysis of variance (ANOVA) F-value for each sample. After the features have been filtered,

the data set is split into a training and test set using the function train_test_split() that
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is also provided by scikit-learn. The correct way to do feature filtering is shown on the

right side. Here, the data is first split into a training and test set. After that, we use the

SelectKBest routine on the training set to select the k highest scoring features. We can

then remove the same set of features from the test set as we removed from the training set.

In this way, no information has leaked from the test set into our training set as the decision

about which features to remove are based solely on information available in the training set.

Note that, if the code is copied as-is, it will not run as the variables X and y need to be

instantiated.

Figure S7: The incorrect (left box) and correct way (right box) to perform feature filtering.
On the left side, filtering is done before we split the data into a training and test set. On the
right side, we first split the data into a training and test set, and then we perform feature
filtering only on the training set. We then filter the features of the test set according to
what we learned from the training set. Code is Python. Note that the code will not run if
copy-pasted as the variables X and y have not been loaded.

S-9

scikit-learn
SelectKBest
X
y
X
y


Training and test errors on average

In Figure S8, we show the test error across 1024 experiments when we do the fitting as

explained in Section 3.2 "(Over)fitting supervised models" in the main manuscript. As

expected, the training error gets lower, when the polynomial order is increased. Despite

this, only the third order polynomial has the lowest error as this matches the true data-

generating model. While this fact holds on average, it is not necessarily true for every

instance. Sometimes the higher order polynomials will have comparable or lower test error

than the third polynomial.

Figure S8: Example of repeating the fitting described in Section 3.2 "(Over)fitting supervised
models" 1024 times. The whiskers extend 1.5 times the interquartile range. Any point outside
this range is plotted as a diamond. Note the logarithmic scale. The inset shows a zoom-in on
the test error as the higher order polynomials have a few samples with relatively enormous
error.
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